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Introduction
What are we dealing with here?
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Eolian
The basics



Eo file structure
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Generated C code



Other generators
What else do we get?
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